**Technical Report**

A dictionary is a popular application to help users look up the meanings of words. In dictionary app, there are some several basics tasks such as searching a word, adding a new word, updating a word, … . With a developer, in small data sets, there are many ways to solve the basic tasks above, for example using vector or array to save all words and search them. However, in a big data sets, it might compose lots of memories to save all word and lots of time to search our keyword. Or we can use trie to save the lists in a tree with memory: **256 childrens for a node** which is better than using vector. But it will contains too much spaces to save the tree. To address this problems, our team will use a new data structure to save all words in a tree with only **3 childrens for a node**: **Tenary Search Tree.**

A **ternary search tree** is a special trie data structure where the child nodes of a standard trie are ordered as a binary search tree.

Unlike trie(standard) data structure where each node contains 26 pointers for its children, each node in a ternary search tree contains only 3 pointers:

* The left pointer points to the node whose value is less than the value in the current node.
* The equal pointer points to the node whose value is equal to the value in the current node.
* The right pointer points to the node whose value is greater than the value in the current node.

The equal pointer points to the next character in the word.

Each node has a field to indicate data and another field to mark end of our word.

Each node is designed as this:

**struct Node** {

char data; // the character in a node

int EOS = 1; // is end of string or not

Node\* left, \* middle, \* right; // 3 children of a node

vector <string> listDef; // list of definitions if this node is end of a keyword

}

![](data:image/png;base64,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)

For instance, the image above show the visualization of a tenary search tree with string: "cute","cup","at","as","he","us" and "i".

The advantage of using Tenary Search Tree is more space efficient (only 3 pointers per nodes compare to 256 in Trie).

Now I will explain in detail my algorithms in 5 basic functions in my dictionary application

* Loading a data set
* Searching a keyword
* Adding a new word
* Updating a word
* Delete a word

1. **Loading a data set**

Firstly, let’s mention a little bit about my saving data function. I will save the tree in DFS format or in another word, traversing the tree by DFS then save it into a file. When we completely traverse all subtree of a node, I will write -1 to my file to know if it completes its traversing.

My saving tree in file will have the format:

* If the current node is root of the tree: # 5 root’s data root’s isEndOfStringroot’s Definition list’size list Definition
* If the current node is not the root: # node’s next state(0, 1, 2) node’s isEndOfStringroot’s Definition list’size list Definition
* If we completely traverse all subtree of current node: # -1

After saving my tree to a file, I will try to load my tree instead of loading all data set each time we open the app

* If the current line has state -1 -> we will stop our DFS in current node
* If the current line has state 0 -> we will go to the left children
* If the current line has state 1-> we will go to the middle children
* If the current line has state 2 -> we will go to the right children
* If the current line has state 5 -> it is our root

**void traverseToLoad(Node\*& root)** {

if (posTreeNode >= listTreeNode.size()) return; // when we finish our DFS

if (posTreeNode == 0) { // if my node is root of the tree

root = listTreeNode[posTreeNode].nextNode;

posTreeNode++;

traverseToLoad(root);

}

else {

for (int i = 1; i <= 4; i++) {

if (listTreeNode[posTreeNode].nextState == -1) { // if my node completely traverses

posTreeNode++;

return;

}

if (listTreeNode[posTreeNode].nextState == 0) { // go to the left children

root->left = listTreeNode[posTreeNode].nextNode;

posTreeNode++;

traverseToLoad(root->left);

}

else {

if (listTreeNode[posTreeNode].nextState == 1) { // go to the middle children

root->middle = listTreeNode[posTreeNode].nextNode;

posTreeNode++;

traverseToLoad(root->middle);

}

else {

if (listTreeNode[posTreeNode].nextState == 2) { // go to right children

root->right = listTreeNode[posTreeNode].nextNode;

posTreeNode++;

traverseToLoad(root->right);

}

}

}

}

}

}

1. **Searching a keyword**

The most important function of dictionary is definitely searching a keyword and it is extremely efficient to solve by **Tenary Search Tree.**

There are 3 cases in this tasks **(assume my keyword is variable word, current position of my word is pos)**

* If my node’s character > word[pos] then we will move to the left children
* If my node’s character < word[pos] then we will move to the right children
* If my node’s character = word[pos] then
  + If the current node is not end of a word, we will move to the middle children and add 1 to pos
  + Else return the list definition of our keyword

We stop our searching if the current node is **NULL** or we reach to suitable word with isEOS = true or we will return our list definition of the keyword

// return a vector contains all definition of my searching word

**vector <string> searchDefinition(Node\* root, string word, int pos = 0)** {

if (root == nullptr) { // if root is NULL then the word is not exist

vector <string> res;

res.clear();

return res;

}

if (root->data > word[pos]) // move to the left

return searchDefinition(root->left, word, pos);

else {

if (root->data < word[pos]) // move to the right

return searchDefinition(root->right, word, pos);

else {

if (pos + 1 == int(word.size())) { // return our list

return root->listDef;

}

return searchDefinition(root->middle, word, pos + 1);

}

}

}

1. **Adding a new word**

Another function of the dictionary is adding a new word to our data. There are 3 cases in this tasks **(assume my keyword is variable word, current position of my word is pos)**

* If my node’s character > word[pos] then we will move to the left children
* If my node’s character < word[pos] then we will move to the right children
* If my node’s character = word[pos] then
  + If the current node is not end of a word, we will go to the middle children and add 1 to pos
  + Else add the new word and its definition
* While inserting if we reach a null node or leaf node, we just allocate memory and add a new one there and repeat.

// to insert a new word

**void insert(Node\*& root, string word, string definition, int pos = 0)** {

if (root == nullptr) {

root = new Node(word[pos]);

}

if (word[pos] < root->data) {

insert(root->left, word, definition, pos);

}

else if (word[pos] > root->data)

{

insert(root->right, word, definition, pos);

}

else {

if (pos < word.size() - 1) {

insert(root->middle, word, definition, pos + 1);

}

else {

root->EOS = 1;

root->listDef.push\_back(definition);

}

}

}

1. **Update a word**

We will do similar traversing as 2 functions above and change our information if we find the word.

// to edit a definition of a word

**void edit(Node\* root, string word, string newDef, int index, int pos = 0)** {

if (!root) return;

if (root->data > word[pos])

edit(root->left, word, newDef, pos);

else {

if (root->data < word[pos])

edit(root->right, word, newDef, pos);

else {

if (pos + 1 == int(word.size())) {

if (!root->listDef.empty()) {

root->listDef[index] = newDef;

}

return;

}

edit(root->middle, word, newDef, pos + 1);

}

}

}

1. **Delete a word**

We will traverse similar as the searching and adding a word. But in the last step when we go to the end of our word, we will delete all definition of the word and assign its isEndOfString state to 0

// to remove a word

**void remove(Node\*& root, string word, int pos = 0)** {

if (root == nullptr) return;

if (word[pos] < root->data) remove(root->left, word, pos);

else {

if (word[pos] > root->data) remove(root->right, word, pos);

else {

if (pos < word.size() - 1) {

remove(root->middle, word, pos + 1);

}

else {

root->listDef.clear();

root->EOS = 0;

return;

}

}

}

}

**The complexity for 5 basics function above: (Let's say that the length of current word is k and that there are n total strings.)**

|  |  |  |
| --- | --- | --- |
|  | **Average-case running time** | **Worst-case running time** |
| **Loading data sets** | O(n \* k) | O(n \* k) |
| **Searching a keyword** | O(log n + k) | O(n + k) |
| **Adding a new word** | O(log n + k) | O(n + k) |
| **Updating a word** | O(log n + k) | O(n + k) |
| **Deleting a word** | O(log n + k) | O(n + k) |

**The running time of each functions with this data: 60000 words with 3-4 definitions for each word**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **Word** | **Loading data sets** | **Searching a keyword** | **Adding a new word** | **Updating a word** | **Deleting a word** |
| **dog** | **0.478246 s** | **0.000001 s** | **0.000001 s** | **0.000001 s** | **0.000001 s** |
| **cat** | **0.474703 s** | **0.000001 s** | **0.000000 s** | **0.000001 s** | **0.000001 s** |
| **mouse** | **0.475233 s** | **0.000001 s** | **0.000001 s** | **0.000001 s** | **0.000001 s** |
| **tiger** | **0.481734 s** | **0.000001 s** | **0.000001 s** | **0.000001 s** | **0.000001 s** |